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## Specification

### 1. Purpose

The purpose of this program is to enable a user to keep track of various versions of source code files throughout their development cycle. In addition to simple versioning, this program also supports features such as branches, which allows for simultaneous feature development and defect correction, as well as merge suggestions for when a user wants to apply changes from one branch to another. Additional features include comments for different version numbers and the ability to list all of the previous versions of a file with their respective comments.

### 2. System Setup

The program was designed, developed and tested for use in a Linux environment. Additionally, the source code control is to be used only with ASCII text files.

All that is required of the user is to copy the program file, named scc.py to the directory which will contain the source code files. The program will set up any other files that it may need in order to handle user requests.

Once a user wishes to begin using the source code control, it can be run with the following command:

|  |
| --- |
| ./scc.py *command* -[flag] [parameters] |

The possible commands and parameters are described below in detail.

### 3. Commands

As input the program takes a specific set of commands and parameters. The following table describes the various commands available to the user, the required and optional parameters, as well as a short description of each.

|  |  |  |
| --- | --- | --- |
| **Command** | **Parameters** | **Description** |
| scc checkin | -f *filename* -c *“comment”* | Checks in a file to the repository with the specified *filename* and *comment*. Note that the comment must be surrounded by quotation marks. The version number is automatically incremented by one. Check-ins done to files in separate branches are not visible to each other. |
| scc checkout | -f *filename* -v *version\_num* | Checks out a file from the repository with the specified *filename* and *version number*. If version number is not specified, then the latest version is checked out. This command is run on the branch that the user is currently editing. |
| scc add | -f *filename* | Adds the specified file with *filename* to the repository and initializes the version number to one. This command is necessary before any other in order for the program to start tracking the changes to the file. |
| scc list | -f *filename* | Prints out all of the versions and comments of the specified file with *filename* since it was either added to the repository or branched from another file. Note that *list* will list the history for whichever branch the user is currently editing. |
| scc branch | -f *filename* -b *branch\_name* | Creates a new branch with *branch\_name* for the specified file with *filename*. This allows for two concurrent versions of the same file to be tracked. The *branch* command will not change the current branch that the user was working in prior to branching. The *switch* command is used for that instead. |
| scc merge | -f *filename* -b *branch\_x* -t *branch\_y* | Creates a suggestion file containing a suggestion on how to merge the most recent checked-in change from *branch\_x* to *branch\_y* for a file with *filename.* It is then the responsibility of the user to verify if the suggested change is correct before checking-in the new file. The suggested file is named *filename. Suggested* and can be fun in the working directory after executing *merge*. |
| scc switch | -f *filename* -b *branch\_name* | Changes to the specified branch with *branch\_name* for the specified file with *filename*. This command may only be used after a *branch* command has been executed. |
| scc list\_branch | -f *filename* | Prints out all of the branches that exist for the specified file with *filename*. This is useful in the event that a user does not recall the branch names they had previously assigned. |

Note that the following flags are also interpreted by the program in place of the above:

|  |  |
| --- | --- |
| **Flag** | **Alternative** |
| -f | --filename |
| -b | --branch |
| -c | --comment |
| -t | --to\_branch |
| -v | --version |

## Design

This document serves to explain and justify the major design decisions that were made in the development of the source code control program. The following two sections describe the overall structure of the program, while the latter sections touch on the key design decisions.

### 1. Directory Structure

The following figure shows the chosen directory structure for the source code control program, including the metadata stored that is invisible to the user.
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Figure 1. The directory structure of the scc program

The *branch* file is a text file containing the name of the file’s current branch. The *version* file contains the metadata for all versions within the branch and is stored using Python’s Pickle format. It consists of a list (ordered by version) of dictionaries containing the following keys:

|  |  |  |
| --- | --- | --- |
| **Key Name** | **Python Type** | **Description** |
| version | int | Check-in version number (starting at one) |
| comment | string | Check-in comment |
| time | datetime | Check-in time |
| isDiff | boolean | Whether a full copy of the data or only the diffs were saved |

In figure 1, the numbered files contain the text data of each version, where the number refers to the version number. Each of these files may either contain a full copy of the data or may contain only the diffs, relative to the previous version. The first version always contains the full copy. A space-time trade-off exists here in which storing only diffs requires low memory but high computation time while storing only the full versions requires high memory but low computation time. For a good balance between the two, every 5th commit contains the full data while all others contain the diffs. Note that the isDiff key is not completely necessary since we know every 5 commits will contain the full version, but this makes the system more robust to future changes. For example, if in the future it was changed from every 5th commit to every 3rd commit, then existing repositories will still continue to function.

**2.** **Code Structure**

![](data:image/png;base64,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)

Figure 2. The main code structure for the scc program

The code consists of only one class (the Command class) as that was sufficient for the current complexity of the program. Creating more classes would be over architecting the code and is unnecessary unless the complexity of the program is increased.

The class also contains some private helper methods that are not shown. The commenting style of the code has been formatted to allow pydoc to automatically generate documentation for the code.

### 3. Branch Structure Decision

With respect to branches we decided to use the hierarchy as shown in figure 1 because we felt that it best represented the requirements for this source code control system. Since each file had to have their own branches, we added a level of folders that corresponded to a branch and created a file called ‘branch’ that only contained the string that was the name of the current branch the file was on.

We decided on creating this ‘branch’ file because we needed a fast way to store persistent data. We considered storing the current branch in the branches respective ‘version’ file because this would save space as we would not have an extra file in our directory. However, the downside to this approach would be that we would have to scan through each version file to find out what the current branch was. Since this would scale with the number of branches we decided against it and went with the approach of storing it in a separate file because this would have a constant access time.

Furthermore, whenever we had to update the file on a branch switch we could just overwrite the branch with our updated branch name. In the alternative case we would have to go to the version file of the previous branch and edit and then edit the newer branch file which would take longer.

### 4. Version Metadata File Format Decision

For the ‘version’ file in each branch, Pickle was chosen as the file format over others (such as XML, JSON, or creating our own custom format) due to its ease of use and also because it is a standard file format in Python. It allows objects to be quickly serialized or deserialized without having to worry about the underlying file format.

### 5. Diff and Patch Usage Decision

Our system uses Google’s google-diff-match-patch library for finding diffs and patching. This library was chosen over the UNIX utilities diff and patch as it is multi-platform and allows in-memory diffs and patching, instead of directly operating on files.

### 6. Suggest Merge Algorithm Decision

Our algorithm for suggest merge is as follows given a branch X and Y where we have updated branch X and want to merge the changes into branch Y:

1. Find the difference in between the last two versions of branch X. *This will isolate only the most recent update to branch X*.
2. Take the diff from above and try to apply it to the most recent checkin of branch Y.
3. If the diff was successfully applied then write the file out as a suggested file with filename “*filename.suggested”*. If it was not successfully applied, then warn the user and return.

Note: Threshold values from Google’s google-diff-match-patch were changed to be less strict in what it considered a successful match in order to give the user at least something to work with in tougher merge cases.

We used this algorithm because we felt that it would optimize for the most common case in which merge was called. The case being one in which the user fixed code common to two branches and just wanted to port the changes over. This is the reason that we isolated only the most recent update and tried to apply it.

### 7. Miscellaneous Decisions

The version parameter of the checkout command was chosen to be optional as the user may want to quickly checkout the latest version without having to know the version number. This is useful for situations such as when the user makes some uncommitted changes to files but later decides to discard those changes, which can be done using the checkout command.

## Code

The following is the source code that implements the source code control system.

|  |
| --- |
| **#!/usr/bin/python  #run example : ./scc.py add --filename lol.c  """ This file implements the source code control system as described in the specification and design documents. Documentation for this file can be generated using pydoc. This file can be run using the following command:   ./scc.py command -[flag] [parameters]  """  import os,sys import sys, getopt import pickle import time import datetime import diff\_match\_patch  sys.stderr = sys.stdout  """ Constant defining the number of commits before a full copy of the file is saved (for efficiency) """ full\_save\_frequency = 5  class Command():  """  Class for storing parameters of a command and executing commands  """    def \_\_init\_\_(self,params):  self.params = params  ################################################################### # Helper Functions ###################################################################   def \_\_write\_branch(self,branch):  """ Makes the specified branch the active branch by writing  the desired branch to a file called branch    branch -- the name of the branch to switch to  """    filename = self.params['filename']  my\_path = ".scc/"+filename+".info/"  my\_file = open(my\_path + "branch",'w')  my\_file.write(branch)  my\_file.close()   def \_\_get\_current\_branch(self, filename):  """ Returns the name of the current branch for the given filename    filename -- the file's name  """    fileDirPath = ".scc/"+filename+".info/"   branchFile = open(fileDirPath + "branch",'r')  branchName = branchFile.read()  branchFile.close()   return branchName   def \_\_read\_version\_data(self,filename,branch):  """ Returns the version data consisting of a list of dictionaries  for the given filename and branch    filename -- the file's name  branch -- the branch's name  """    branchPath = ".scc/" + filename + ".info/" + branch + "/"   versionFile = open(branchPath + "version",'r')  data = pickle.load(versionFile)  versionFile.close()   """ Pickle may convert the list to a dict if the list has only  one item, so convert it back to a list if this happens  """  if (type(data) == dict):  data = [data]   return data   def \_\_write\_version\_data(self,filename,branch,data):  """ Writes the version data consisting of a list of dictionaries  for the given filename and branch    filename -- the file's name  branch -- the branch's name  """    branchPath = ".scc/" + filename + ".info/" + branch + "/"   versionFile = open(branchPath + "version", 'w')  pickle.dump(data, versionFile)  versionFile.close()   def \_\_reconstruct\_version\_content(self,filename,branch,requestedVersion):  """ Reconstructs the contents of a file of a given version  by applying the necessary patches    filename -- the file's name  branch -- the branch's name  requestedVersion -- the version to reconstruct  """  versionData = self.\_\_read\_version\_data(filename, branch)   # Find the last version that contained the full content  for versionInfo in reversed(versionData[:requestedVersion]):  if versionInfo["isDiff"] == False:  lastFullVersion = int(versionInfo["version"])  break   branchPath = ".scc/" + filename + ".info/" + branch + "/"   # Check if the version requested already contains the full content  if requestedVersion == lastFullVersion:  # Fetch the full content  fullFile = open(branchPath + str(lastFullVersion),'r')  contents = fullFile.read();  fullFile.close()  else:  # Reconstruct the full content using the diffs  initialFile = open(branchPath + str(lastFullVersion),'r')  contents = initialFile.read();  initialFile.close()   diff = diff\_match\_patch.diff\_match\_patch();   # Apply the patches one by one  for i in range(lastFullVersion + 1, requestedVersion + 1):  patchFile = open(branchPath + str(i),'r')  patch = pickle.load(patchFile)  patchFile.close()   contents = diff.patch\_apply(patch, contents)[0]   return contents   def \_\_create\_file(self,branch):  """ Creates the file in the specified branch and sets its version to 1    branch -- which branch the file should be created in  """    filename = self.params['filename']  my\_path = ".scc/"+filename+".info/"+branch+"/"  os.system("mkdir -p " +my\_path)   versionData = [{ "version": 1, "comment": "First commit", \  "time": datetime.datetime.now(),"isDiff": False }]  self.\_\_write\_version\_data(filename, branch, versionData)   # Since this is the time the file is added , copy the whole file as version 1  os.system("cp "+filename + " "+my\_path+"1")   def \_\_file\_in\_repository(self, filename):  """ Returns whether the file has been added to the repository before  or not    filename -- the file's name  """    my\_path = ".scc/"+filename+".info/"  if(os.path.exists(my\_path)):  return True  else:  return False   def \_\_branch\_exists(self,branch):  """ Returns whether the file has been added/branched before    branch -- Which branch to check for  """    filename = self.params['filename']  my\_path = ".scc/"+filename+".info/"+branch  if(os.path.exists(my\_path)):  return True  else:  return False   def check\_args(self,command):  """ Returns True if the right arguments are supplied for the command  and False if incorrect or extra arguments are supplied    command -- the command name for which to check arguments  """    args = {'add' : ['filename'],  'checkin' : ['filename','comment'],  'checkout' : ['filename','version'],  'checkout' : ['filename'],  'list' : ['filename'],  'list\_branches' : ['filename'],  'branch' : ['filename','branch'],  'merge' : ['filename','branch','to\_branch'],  'switch' : ['filename','branch'],  }  num\_args = 0    for arg in args[command]:  # Make sure the right args are specified  if not arg in self.params:  print "Error: argument "+arg+" required"  sys.exit(1)  num\_args = num\_args + 1   ################################################################### # Primary Functions ###################################################################   def execute(self,command):  """ Runs the command specified    command -- name of version control command to execute  """    #getattr gets a function of this class with name == command  getattr(self, command)()   def add(self):  """ Adds tracking for the current file and sets its version to 1,  will terminate if the file is already under source control  """    #Check if we have info for the file already  if(self.\_\_branch\_exists("main")):  print "Error: file: "+self.params['filename'] +" already added"  sys.exit(1)    self.\_\_create\_file("main")    #Set the branch of the file to main  self.\_\_write\_branch("main")    print "Added file '" + self.params['filename'] + "' at version 1"   def branch(self):  """ Creates a new branch for the specified filename,  will terminate program if the branch already exists  """    branch = self.params['branch'];  filename = self.params['filename'];    if(self.\_\_branch\_exists(branch)):  print "Error: branch '%s' already created" % branch  sys.exit(1)    # Make sure file exists under source control  if not self.\_\_file\_in\_repository(filename):  print "Error: file: '%s' is not in source code control" % filename  return    self.\_\_create\_file(branch)  print "Branch '%s' created" % branch   def switch(self):  """ Switches the branch for the file given,  will terminate if the branch doesn't exist  """    filename = self.params['filename']  branch = self.params['branch']    # Check to see if the branch exists  if not self.\_\_branch\_exists(branch):  print "Error: Can't switch to non-existent branch: '%s'" % branch  sys.exit(1)    # Don't do anything if we are already on the branch  if self.\_\_get\_current\_branch(filename) == branch :  print "Doing nothing, already on branch '%s'" % branch  return    # Update the branch file to switch the branch  self.\_\_write\_branch(self.params['branch'])    # Checkout the most recent version of the file on branch  versionData = self.\_\_read\_version\_data(filename, branch)  version = versionData[-1]["version"]     # Get the content and write it out  content = self.\_\_reconstruct\_version\_content(filename, branch, version)   curFile = open(filename, 'w')  curFile.write(content)  curFile.close()  print "Switched to branch '%s'" % branch   def checkin(self):  """ Checks in the specified file to the repository  """    filename = self.params['filename']   # Make sure file exists under source control  if not self.\_\_file\_in\_repository(filename):  print "Error: file: '"+filename+"' not under source control"  return   branch = self.\_\_get\_current\_branch(filename)  comment = self.params['comment']   # Get the version data for the file  versionData = self.\_\_read\_version\_data(filename, branch)   lastVersion = versionData[-1]["version"]  newVersion = lastVersion + 1   # Compute the diffs between the file in the repository and the \  current file   previousContent = self.\_\_reconstruct\_version\_content(filename, branch, lastVersion)   curFile = open(filename, 'r')  newContent = curFile.read()  curFile.close()   diff = diff\_match\_patch.diff\_match\_patch()  patch = diff.patch\_make(previousContent, newContent)   # Make sure the files are actually different  if not patch:  print "No diffs found, repository already contains latest version"  return   branchPath = ".scc/" + filename + ".info/" + branch + "/"  contentsFile = open(branchPath + str(newVersion), 'w')   # Check whether we should save a full copy or only the diffs  if ((newVersion - 1) % full\_save\_frequency) == 0:  # Save a full copy  contentsFile.write(newContent)   isDiff = False  else:  # Save the diffs  pickle.dump(patch, contentsFile);  isDiff = True   contentsFile.close()   # Create the new version entry  versionEntry = { "version": newVersion, "comment": comment, \  "time": datetime.datetime.now(),"isDiff": isDiff }  versionData.append(versionEntry)   self.\_\_write\_version\_data(filename, branch, versionData)   print "Checked in version " + str(newVersion) + " with comment '" + comment + "'"   def checkout(self):  """ Checks a specific version of a file out of the repository,  if there is no version specified, gets the latest version  """    filename = self.params['filename']   # Make sure file exists under source control  if not self.\_\_file\_in\_repository(filename):  print "Error: file not under source control"  return   branch = self.\_\_get\_current\_branch(filename)   # Get the latest version  versionData = self.\_\_read\_version\_data(filename, branch)  lastVersion = versionData[-1]["version"]   # Check if version was input as parameter  if 'version' in self.params:  version = int(self.params['version'])  # If it wasn't, use latest version  else:  version = lastVersion   # Make sure version is within bounds  if version > lastVersion or version < 1:  print "Error: version number is out of bounds"  return   # Get the content and write it out  content = self.\_\_reconstruct\_version\_content(filename, branch, version)   curFile = open(filename, 'w')  curFile.write(content)  curFile.close()   print "Checked out version " + str(version) + " of file '" + \  filename + "' from branch '" + branch + "'"   def merge(self):  """ Creates a file containing the suggested merge for two different  branches.  Returns an error if no simple merge is possible  """    filename = self.params['filename']  from\_branch = self.params['branch']  to\_branch = self.params['to\_branch']   # Make sure both branches exist  if not self.\_\_branch\_exists(from\_branch):  print "Error: Branch '%s' does not exist" % from\_branch  return  if not self.\_\_branch\_exists(to\_branch):  print "Error: Branch '%s' does not exist" % to\_branch  return   # Get the previous and current version file in the source branch  version\_data = self.\_\_read\_version\_data(filename, from\_branch)  curr\_version = version\_data[-1]["version"]  prev\_version = curr\_version - 1   # Make sure the branch has an update  if prev\_version < 1:  print "Error: Cannot suggest merge on a newly branched file"  return   # Diff the two versions to isolate the last change in a patch  prev\_content = self.\_\_reconstruct\_version\_content(filename, \  from\_branch, prev\_version)  curr\_content = self.\_\_reconstruct\_version\_content(filename, \  from\_branch, curr\_version)   diff = diff\_match\_patch.diff\_match\_patch()  patch = diff.patch\_make(prev\_content, curr\_content)   # Get the contents of the file in the to\_branch  version\_data = self.\_\_read\_version\_data(filename, to\_branch)  curr\_version = version\_data[-1]["version"]  content = self.\_\_reconstruct\_version\_content(filename, to\_branch, curr\_version)   # Patch the file in the latest to branch,and store if it succeeded   content,sucessful= diff.patch\_apply(patch, content)   # Tell the user we couldn't patch if the merge failed  if not sucessful[0]:  print "Error: Unable to merge branches, branch files too different"  return   # Write out the suggested file as filename.suggested  suggested\_file = open(filename + ".suggested",'w')  suggested\_file.write(content)  suggested\_file.close()   print "Merged branch %s to best resemble update in branch %s" \  %( to\_branch, from\_branch)  print "Wrote out suggested merge in %s.suggested" % filename   def list(self):  """ Lists all of the versions (with comments) and time associated   with a file in the current branch  """    filename = self.params['filename']   # Make sure file exists under source control  if not self.\_\_file\_in\_repository(filename):  print "Error: file not under source control"  return   branch = self.\_\_get\_current\_branch(filename)   print "Listing versions for '" + filename + "' in branch '" + branch + "'\n"   # Get the version data and print its contents  data = self.\_\_read\_version\_data(filename, branch)  for version in data:  print "Version " + str(version["version"])  print " Comment: " + version["comment"]  #print "\tDate: " + version["time"].strftime("%c")   def list\_branches(self):  """ Lists all of the different branches that exist for a file  Branch names are the same as the folder names in the directory  containing the metadata for a file  """    filename = self.params['filename']   # Make sure file exists under source control  if not self.\_\_file\_in\_repository(filename):  print "Error: file not under source control"  return   # Set the path to the folder where all the branches are saved  path = ".scc/" + filename + ".info/"   # Print out all of the directory names, i.e. branches  print os.walk(path).next()[1]  def main(argv):  """ Main function of program  Parses the command line arguments and executes the appropriate command  """    # Remove our command out of the arguments and save it  command = argv.pop(0)    # Make sure we have a valid command  if not command in ("add","branch","merge","checkin", \  "checkout","list","switch", "list\_branches"):  sys.exit("Invalid command " + command)  try:  opts, args = getopt.getopt(argv,"hf:c:v:b:t:s:",["filename=",  "comment=","version=","branch=","to\_branch=","--switch"])   except getopt.GetoptError:  print 'Input Error'  sys.exit(1)    # Fill the parameters  params = {}  for opt,arg in opts:  if opt in ("-f","--filename"):  params['filename'] = arg  elif opt in ("-c","--comment"):  params['comment'] = arg  elif opt in ("-v","--version"):  params['version'] = arg  elif opt in ("-b","--branch"):  params['branch'] = arg  elif opt in ("-t","--to\_branch"):  params['to\_branch'] = arg  elif opt in ("-s","--switch"):  params['to\_branch'] = arg   # Call the appropriate command with the arguments  commandObj = Command(params)  commandObj.check\_args(command)  commandObj.execute(command)  if \_\_name\_\_ == "\_\_main\_\_":  main(sys.argv[1:])** |

## Testing Code

The following is the source code that implements the automated testing system used during development and used to output results for the next section describing test results.

|  |
| --- |
| **import os,sys import sys, getopt from subprocess import call  #To run: python test\_scc.py  def validate(test\_num, test):   # Set the paths for the test files  output\_path = "Test\_Actual\_Results/Test%d.txt" %test\_num  expected\_path = "Test\_Expected\_Results/Test%d.txt" %test\_num   # Make a call to the scc program with the desired test conditions  # saving the results to a text file in the output path  os.system(test + " > " + output\_path)   # Open the outputted file and expected results for comparison  expected\_results\_file = open(expected\_path, 'r')  actual\_results\_file = open(output\_path, 'r')   # Read the information contained in the files  expected\_results = expected\_results\_file.readlines()  actual\_results = actual\_results\_file.readlines()   # Print the results based on whether the results match the expected  if (expected\_results == actual\_results):  print "Test %d: Passed" % test\_num  else:  print "Test %d: Failed" % test\_num  print " Command Run: " + test  print " Expected Results: " + str(expected\_results)  print " Actual Results: " + str(actual\_results)   # Close the files and return  expected\_results\_file.close()  actual\_results\_file.close()  def main():   # Set up files for testing in main directory  os.system("cp Test\_Input\_Files/\*.test .")   test\_number = 1   """ Run tests on command parsing """   # Test1: Invalid command  test\_case = "python scc.py fake\_command"  validate (test\_number, test\_case)  test\_number += 1  # Test2: Missing arguments  test\_case = "python scc.py checkin"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on add """   # Test3: Add a file to be tracked  test\_case = "python scc.py add -f a.test"  validate (test\_number, test\_case)  test\_number += 1   # Test4: Add a file to be tracked that's been added before  test\_case = "python scc.py add -f a.test"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on branch """   # Test5: Branch a file that's been added  test\_case = "python scc.py branch -f a.test -b test\_branch"  validate (test\_number, test\_case)  test\_number += 1   # Test6: Recreate branch that exists  test\_case = "python scc.py branch -f a.test -b test\_branch"  validate (test\_number, test\_case)  test\_number += 1   # Test7: Branch a file that does not exist  test\_case = "python scc.py branch -f z.test -b test\_branch2"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on switch """   # Test8: Switch to a branch that exists for a file that exists  test\_case = "python scc.py switch -f a.test -b test\_branch"  validate (test\_number, test\_case)  test\_number += 1   # Test9: Switch to branch that does not exist  test\_case = "python scc.py switch -f a.test -b test\_branch2"  validate (test\_number, test\_case)  test\_number += 1   # Test10: Switch to branch that you are already in  test\_case = "python scc.py switch -f a.test -b test\_branch"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on checkin """   # Test11: Check in file not under source control  test\_case = "python scc.py checkin -f b.test -c 'file does not exist'"  validate (test\_number, test\_case)  test\_number += 1**  **# Test12: Check in file with no changes, i.e. latest version  test\_case = "python scc.py checkin -f a.test -c 'version 2'"  validate (test\_number, test\_case)  test\_number += 1**  **# Write changes to file a.test before proceeding with next test  os.system("echo 'This is a newline' >> a.test")   # Test13: Check in file with changes (this is on the new\_branch)  test\_case = "python scc.py checkin -f a.test -c 'version 2'"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on checkout """   # Test14: Check out file that doesn't exist  test\_case = "python scc.py checkout -f z.test"  validate (test\_number, test\_case)  test\_number += 1   # Test15: Check out version that doesn't exist  test\_case = "python scc.py checkout -f a.test -v 3"  validate (test\_number, test\_case)  test\_number += 1   # Test16: Check out file -> version 1  test\_case = "python scc.py checkout -f a.test -v 1"  validate (test\_number, test\_case)  test\_number += 1   # Test17: Check out latest version  test\_case = "python scc.py checkout -f a.test"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on list """   # Test18: List a file that doesn't exist  test\_case = "python scc.py list -f z.test"  validate (test\_number, test\_case)  test\_number += 1   # Test19: List a file in the current branch (on version 2)  test\_case = "python scc.py list -f a.test"  validate (test\_number, test\_case)  test\_number += 1   # switch to main branch in order to list  os.system("python scc.py switch -f a.test -b main > temp.test")   # Test20: List a file in the main branch (unchanged)  test\_case = "python scc.py list -f a.test"  validate (test\_number, test\_case)  test\_number += 1**  **""" Run tests on list\_branches """   # Test21: List all branches for a file that exists  test\_case = "python scc.py list\_branches -f a.test"  validate (test\_number, test\_case)  test\_number += 1   # Test22: List all branches for a file that doesn't exist  test\_case = "python scc.py list\_branches -f z.test"  validate (test\_number, test\_case)  test\_number += 1   """ Run tests on merge """   # Test23: Merge a branch that doesn't exist  test\_case = "python scc.py merge -f a.test -b fake -t main"  validate (test\_number, test\_case)  test\_number += 1   # Test24: Merge a branch with a change to a different branch  test\_case = "python scc.py merge -f a.test -b test\_branch -t main"  validate (test\_number, test\_case)  test\_number += 1   # Create a new branch for next test  os.system("python scc.py branch -f a.test -b test\_branch2")   # Test25: Merge a branch that was just branched, no changes  test\_case = "python scc.py merge -f a.test -b test\_branch2 -t main"  validate (test\_number, test\_case)  test\_number += 1   # Switch to new branch  os.system("python scc.py switch -f a.test -b test\_branch2")  # Write changes to file a.test before proceeding with next test  os.system("echo 'Small Change!' >> a.test")  # Checkin the file with changes  os.system("python scc.py checkin -f a.test -c 'Rewritten File'")  # Write changes to file a.test before proceeding with next test  os.system("echo 'I rewrote the file!' > a.test")  # Checkin the file with changes  os.system("python scc.py checkin -f a.test -c 'Rewritten File'")  # Switch back to main before merging  os.system("python scc.py switch -f a.test -b main")   # Test26: Try to merge a completely rewritten file  test\_case = "python scc.py merge -f a.test -b test\_branch2 -t main"  validate (test\_number, test\_case)  #test\_number += 1   """ Remove test files from main directory """  os.system("rm \*.test")  os.system("rm -rf .scc")  if \_\_name\_\_ == "\_\_main\_\_":  main()** |

## Testing

This following section describes unit and system tests what were run on the system to verify its functionality.

### 1. UnitTests

The unit tests described below were implemented to test some of the more complex helper functions that were implemented to aid the primary functions such as add,branch,checkin, etc.

|  |  |  |  |
| --- | --- | --- | --- |
| **Test Case** | **Expected Result** | **Actual Result** | **Comment** |
| **\_reconstruct\_version\_conten**t - *A function that reconstructs a file to a specified version on a specified branch by applying patches*  Tested by storing patches to a file and then seeing if the function could reconstruct them | The version of the file we wished to reconstruct was identical to its original state | The file was reconstructed as expected | This unit test was fundamental because it made sure that we were able to move between versions of files correctly though patches. If this didn’t work errors caused by it would show up in many places |
| **\_read\_version\_data**  *This function parses the version metadata and returns an object containing the information*  Tested by creating a fake(but valid) version file and seeing if it interpreted it correctly | The series of versions specified in the version file got printed out and in the right order | The version and order were maintained as expected | This unit test was necessary since many functions relied on parsing the version file and went through this function to do it |
| **\_\_create\_file**  *This function actually makes our hidden directories and copies the initial version of the file.*  Tested by calling the function on 3 different files | The function would create separate directories for each file and actually copy them in | The directory structure and file contents were present as expected | This was important to test as it verified that our initialization worked. It also confirmed that we were correctly interacting with the OS |

### 

### 2. System Tests

The following tests serve to both test the functionality of each individual function, and also test the system as a whole, as there are dependencies between the commands themselves. These 26 tests cover most of the exit conditions for each of the primary functions. Since each of these tests pass, one can conclude that the code is in good working order with minimal defects.

These tests were all run consecutively, accurately reflecting how the system would be behave under normal use.

All actual results (I/O messages) produced by the program were equal to the expected results (I/O messages). The output of the tester program is included at the end of this document, showing the matching outputted messages for each case. As this is the case, this table is simplified to discuss what is happening at a higher level.

|  |  |  |
| --- | --- | --- |
| **Test Case** | **Expectation &**  **Result ( = Expectation)** | **Comment** |
| **Test1:** Invalid command  *python scc.py fake\_command* | When an invalid command is entered, the program should produce an error and exit.  This is what happens. | This test is essential filter bad input. The program should only accept a specific predefined set of commands in order to maintain expected functionality. |
| **Test2:** Missing arguments  *python scc.py checkin* | When there are missing flags or parameters, the function should not execute, but rather exit with an error.  This is what happens. | Functions expect certain parameters so it is important to verify that the user is inputting all needed information in order to function as expected. |
| **Test 3:** Add a file to be tracked  *python scc.py add -f a.test* | When a file is added a confirmation should be printed and the file should now allow other commands to be run on it. | This is critical to verify since without this command, no other test can be run. |
| **Test 4:** Add a file to be tracked that's been added before  *python scc.py add -f a.test* | Print an error to the user. | Multiple same files cannot be added or there would be version conflicts and unexpected behaviour. |
| **Test 5:** Branch a file that's been added  *python scc.py branch -f a.test -b test\_branch* | Print a confirmation to the user. Any branch operations should now be applicable to the file branched. | This is essential to the accurate results of *switch, merge, list* and above all the user experience to allow for simultaneous feature adding and defect correction. |
| **Test 6:** Recreate branch that exists  *python scc.py branch -f a.test -b test\_branch* | Print an error to the user. | This function would be doing extra work needlessly. Better to avoid this scenario as there could already be files in the branch with potentially resulting undesired behaviour. |
| **Test 7:** Branch a file that does not exist  *python scc.py branch -f z.test -b test\_branch2* | Print an error to the user. | If this is not handled properly, there could be many useless branches created with no content. It also serves as a reminder to the user to add a file first in case they had forgotten, increasing usability. |
| **Test 8:** Switch to a branch that exists for a file that exists  *python scc.py switch -f a.test -b test\_branch* | Print a confirmation message of the switch and the file that was previously branched should now appear in the working directory. | This test is important to ensuring that branches can be used at all. If a user cannot switch branches, it is as if they do not use branches. |
| **Test 9:** Switch to branch that does not exist  *python scc.py switch -f a.test -b test\_branch2* | Print an error to the user. | It is important to catch this issue files could become lost. If there is no branch set up properly then the metadata would also not exist for proper code retrieval. |
| **Test 10:** Switch to branch that you are already in  *python scc.py switch -f a.test -b test\_branch* | Print an error to the user. | This function would be doing extra work needlessly. Better to avoid that to avoid slowdowns for the user with larger systems. |
| **Test 11:** Check in file not under source control  *python scc.py checkin -f b.test -c 'file does not exist'* | Print an error to the user. | This would serve as a reminder message to the user to add the file to source control. This adds to the user experience. |
| **Test 12:** Check in file with no changes, i.e. latest version  *python scc.py checkin -f a.test -c 'version 2'* | Print an error to the user. | This function would be doing extra work needlessly. Better to avoid that to avoid slowdowns for the user with larger files. |
| **Test 13:** Check in file with changes (this is on the new\_branch)  *python scc.py checkin -f a.test -c 'version 2'* | One a file has been checked in, it should be given a new version number, appear in list, and allow other users to check it out. A confirmation message should also be printed out for the user. | This command is one of two that form the basis for version control (checkin and checkout). This command must function or else a user has no way of retrieving previously saved code version. It must be checked to ensure proper version numbers are assigned. |
| **Test 14:**  Check out file that doesn't exist  *python scc.py checkout -f z.test* | Print an error to the user. | This is important to check as there would be garbage information printed to the user, reducing their user experience. |
| **Test 15:**  Check out version that doesn't exist  *python scc.py checkout -f a.test -v 3* | Print an error to the user. | This is important to check as there would be garbage information printed to the user, reducing their user experience. |
| **Test 16:** Check out file -> version 1, (i.e. reverting changes)  *python scc.py checkout -f a.test -v 1* | Once an older file is checked out, it should be visible in the working directory of the user, whether it was newly added or reverting an older version. A confirmation should also be printed out for the user. | This command is one of two that form the basis for version control (checkin and checkout). If the user has no way of retrieving a file that was previously checked in, the system is completely useless to them. |
| **Test 17:** Check out latest version  *python scc.py checkout -f a.test* | Same as above. | Same as above. |
| **Test 18:** List all versions of a file that doesn't exist  *python scc.py list -f z.test* | Print an error to the user. | This is important to check as there would be garbage information printed to the user, reducing their user experience. |
| **Test 19:**  List all versions of a file in the current branch  *python scc.py list -f a.test* | Should print all versions plus comments for the file in the current branch. In this case there will be two versions. | This test is necessary to ensure that the user can remember which changes he made over time. It also allows them to quickly decide which version of a file they would need to check-out instead of trial and error. |
| **Test 20:** List all versions of a file in the main branch (unchanged)  *python scc.py list -f a.test* | Same as above. In this case there will only be 1 version. | Same as above. |
| **Test 21:** List all branches for a file that exists  *python scc.py list\_branches -f a.test* | Should list all of the branch IDs that were ever created for the specified file. In this case it outputs two names. | This test is important for user convenience. If a user forgets a name of a branch, he has no other way of ever retrieving it, possibly losing significant changes that were made. |
| **Test 22:** List all branches for a file that doesn't exist  *python scc.py list\_branches -f z.test* | Print an error to the user. | This is important to check as there would be garbage information printed to the user, reducing their user experience. |
| **Test 23:** Merge a branch that doesn't exist  *python scc.py merge -f a.test -b fake -t main* | Print an error to the user. | This is important to check as there would be garbage information printed to the user, reducing their user experience. |
| **Test 24:** Merge a branch with a change to a different branch  *python scc.py merge -f a.test -b test\_branch -t main* | Should output a .suggestion file with suggestions based on the last change to branch X that will be applied to branch Y. Indeed the suggestion is created:  a.test (main):  “hello world”  a.test (test\_branch):  “hello world  This is a newline”  a.test.suggested:  “hello world  This is a newline”  Should also print a confirmation to the user. | Merge is an essential function, and as such it requires a lot of testing to ensure that the suggestions made are accurate more of the time, or users will be thoroughly frustrated with having to apply changes manually each time. |
| **Test 25:** Merge a branch that was just branched, no changes  *python scc.py merge -f a.test -b test\_branch2 -t main* | Print an error to the user. | This function would be doing extra work needlessly. Better to avoid that to avoid slowdowns for the user with larger files. |
| **Test 26:** Try to merge a completely rewritten file  *python scc.py merge -f a.test -b test\_branch2 -t main* | Same as Test 24, with different input branches:  a.test (main):  “hello world”  a.test (test\_branch2):  “I rewrote the file!”  a.test.suggested:  “I rewrote the file!” | Same as Test 24. |

**3.** **Tester Program Output**

The following is the output of the tester program, showing that expect output and actual output are equal for each test case mentioned above.

|  |
| --- |
| Test 1: Passed  Command Run: python scc.py fake\_command  Expected Results: ['Invalid command fake\_command\n']  Actual Results: ['Invalid command fake\_command\n'] Test 2: Passed  Command Run: python scc.py checkin  Expected Results: ['Error: argument filename required\n']  Actual Results: ['Error: argument filename required\n'] Test 3: Passed  Command Run: python scc.py add -f a.test  Expected Results: ["Added file 'a.test' at version 1\n"]  Actual Results: ["Added file 'a.test' at version 1\n"] Test 4: Passed  Command Run: python scc.py add -f a.test  Expected Results: ['Error: file: a.test already added\n']  Actual Results: ['Error: file: a.test already added\n'] Test 5: Passed  Command Run: python scc.py branch -f a.test -b test\_branch  Expected Results: ["Branch 'test\_branch' created\n"]  Actual Results: ["Branch 'test\_branch' created\n"] Test 6: Passed  Command Run: python scc.py branch -f a.test -b test\_branch  Expected Results: ["Error: branch 'test\_branch' already created\n"]  Actual Results: ["Error: branch 'test\_branch' already created\n"] Test 7: Passed  Command Run: python scc.py branch -f z.test -b test\_branch2  Expected Results: ["Error: file: 'z.test' is not in source code control\n"]  Actual Results: ["Error: file: 'z.test' is not in source code control\n"] Test 8: Passed  Command Run: python scc.py switch -f a.test -b test\_branch  Expected Results: ["Switched to branch 'test\_branch'\n"]  Actual Results: ["Switched to branch 'test\_branch'\n"] Test 9: Passed  Command Run: python scc.py switch -f a.test -b test\_branch2  Expected Results: ["Error: Can't switch to non-existant branch: 'test\_branch2'\n"]  Actual Results: ["Error: Can't switch to non-existant branch: 'test\_branch2'\n"] Test 10: Passed  Command Run: python scc.py switch -f a.test -b test\_branch  Expected Results: ["Doing nothing, already on branch 'test\_branch'\n"]  Actual Results: ["Doing nothing, already on branch 'test\_branch'\n"] Test 11: Passed  Command Run: python scc.py checkin -f b.test -c 'file does not exist'  Expected Results: ["Error: file: 'b.test' not under source control\n"]  Actual Results: ["Error: file: 'b.test' not under source control\n"] Test 12: Passed  Command Run: python scc.py checkin -f a.test -c 'version 2'  Expected Results: ['No diffs found, repository already contains latest version\n']  Actual Results: ['No diffs found, repository already contains latest version\n'] Test 13: Passed  Command Run: python scc.py checkin -f a.test -c 'version 2'  Expected Results: ["Checked in version 2 with comment 'version 2'\n"]  Actual Results: ["Checked in version 2 with comment 'version 2'\n"] Test 14: Passed  Command Run: python scc.py checkout -f z.test  Expected Results: ['Error: file not under source control\n']  Actual Results: ['Error: file not under source control\n'] Test 15: Passed  Command Run: python scc.py checkout -f a.test -v 3  Expected Results: ['Error: version number is out of bounds\n']  Actual Results: ['Error: version number is out of bounds\n'] Test 16: Passed  Command Run: python scc.py checkout -f a.test -v 1  Expected Results: ["Checked out version 1 of file 'a.test' from branch 'test\_branch'\n"]  Actual Results: ["Checked out version 1 of file 'a.test' from branch 'test\_branch'\n"] Test 17: Passed  Command Run: python scc.py checkout -f a.test  Expected Results: ["Checked out version 2 of file 'a.test' from branch 'test\_branch'\n"]  Actual Results: ["Checked out version 2 of file 'a.test' from branch 'test\_branch'\n"] Test 18: Passed  Command Run: python scc.py list -f z.test  Expected Results: ['Error: file not under source control\n']  Actual Results: ['Error: file not under source control\n'] Test 19: Passed  Command Run: python scc.py list -f a.test  Expected Results: ["Listing versions for 'a.test' in branch 'test\_branch'\n", '\n', 'Version 1\n', ' Comment: First commit\n', 'Version 2\n', ' Comment: version 2\n']  Actual Results: ["Listing versions for 'a.test' in branch 'test\_branch'\n", '\n', 'Version 1\n', ' Comment: First commit\n', 'Version 2\n', ' Comment: version 2\n'] Test 20: Passed  Command Run: python scc.py list -f a.test  Expected Results: ["Listing versions for 'a.test' in branch 'main'\n", '\n', 'Version 1\n', ' Comment: First commit\n']  Actual Results: ["Listing versions for 'a.test' in branch 'main'\n", '\n', 'Version 1\n', ' Comment: First commit\n'] Test 21: Passed  Command Run: python scc.py list\_branches -f a.test  Expected Results: ["['main', 'test\_branch']\n"]  Actual Results: ["['main', 'test\_branch']\n"] Test 22: Passed  Command Run: python scc.py list\_branches -f z.test  Expected Results: ['Error: file not under source control\n']  Actual Results: ['Error: file not under source control\n'] Test 23: Passed  Command Run: python scc.py merge -f a.test -b fake -t main  Expected Results: ["Error: Branch 'fake' does not exist\n"]  Actual Results: ["Error: Branch 'fake' does not exist\n"] Test 24: Passed  Command Run: python scc.py merge -f a.test -b test\_branch -t main  Expected Results: ['Merged branch main to best resemble update in branch test\_branch\n', 'Wrote out suggested merge in a.test.suggested\n']  Actual Results: ['Merged branch main to best resemble update in branch test\_branch\n', 'Wrote out suggested merge in a.test.suggested\n'] Test 25: Passed  Command Run: python scc.py merge -f a.test -b test\_branch2 -t main  Expected Results: ['Error: Cannot suggest merge on a newly branched file\n']  Actual Results: ['Error: Cannot suggest merge on a newly branched file\n'] Test 26: Passed  Command Run: python scc.py merge -f a.test -b test\_branch2 -t main  Expected Results: ['Merged branch main to best resemble update in branch test\_branch2\n', 'Wrote out suggested merge in a.test.suggested\n']  Actual Results: ['Merged branch main to best resemble update in branch test\_branch2\n', 'Wrote out suggested merge in a.test.suggested\n'] |